JDBC Driver

# What is JDBC?

* **JDBC(Java Database connectivity)** allows programs to be linked to a database.
* ‘Driver Software’ is responsible for converting java application calls to database calls and database calls to java application.

**JDBC Driver**

**Java Application**

**JDBC**

![Database](data:image/png;base64,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)

Database

JDBC API has two drivers

* Java.sql
* Javax.sql

## Interfaces and Classes of JDBC API

* Driver interface
* Connection interface
* Statement interface
* PreparedStatement interface
* CallableStatement interface
* ResultSet interface
* ResultSetMetaData interface
* DatabaseMetaData interface
* RowSet interface

## JDBC Driver types

There are four types of JDBC driver

* Type 1 or JDBC-ODBC driver
* Type 2 or Native API driver
* Type 3 or Network protocol driver
* Type 4 or Thin driver

Driver is selected based on the database type

|  |  |
| --- | --- |
| Database | Driver |
| MySQL | com.mysql.jdbc.Driver |

For mySQL, we need to download a JAR file named ‘*mysql.connector*‘

https://dev.mysql.com/downloads/connector/j/

## Steps for connecting to a database

1. Import the required package for the corresponding database.
2. Load and register the JDBC drivers.
3. Establish the connection
4. Create a statement
5. Execute the query
6. Process the results
7. Close the connections

Example:

* Consider you want to talk to somebody far away. For which we need a device known as cell-phone/telecom which signifies our Step 1.
* Now user needs a network and a SIM card which is equivalent to the loading and registering process signifying Step 2.
* Now with a working SIM card, user is required to dial numbers and pressing the call button signifying step 3 as we are trying to establish the connection to commute.
* Whatever message we need to deliver is equivalent to creating a statement.
* Now once connected we need to speak the message as we have thought off, which is equivalent to the execution of the query.
* Now a response will be received which was our goal signifies step 6 of processing results technically in the case of JDBC.
* Lastly, we need to press the button on the device to close communication, similarly, it is a good practice of closing the connections in the technical aspect which here is JDBC.

# Implementing JDBC

There are three types of statements that can be executed

* Normal statements – static sql statements without parameters
* Prepared statements – SQL statements that can be parameterized
* Callable statements – Stored procedures

Steps to implement JDBC

* Download mysql.connector jar file
* Apply the jar file for the project
* Create a class
* Import java.sql.\*
* Write code to establish connect
* Execute the query
* Close the connection

**try** {

Class.*forName*("com.mysql.cj.jdbc.Driver");

Connection con = DriverManager.*getConnection*(

"jdbc:mysql://localhost:3306/mydb",

"root", "password");

Statement st = con.createStatement();

ResultSet rs = st.executeQuery(

"select \* from country");

**while** (rs.next()) {

System.***out***.println(rs.getInt("CountryID")+"-----"+rs.getString("CountryName"));

}

con.close();

} **catch** (ClassNotFoundException e) {

e.printStackTrace();

}

For Inserting data into a database:

st.execute("Insert into country values (5,'Australia','AU')");

# prepared Stements

The PreparedStatement interface is a subinterface of Statement. It is used to execute parameterized query.

Example:

String sql="insert into emp values(?,?,?)";

## Methods available in Prepared Statements interface

|  |  |
| --- | --- |
| Methods | Description |
| setInt() | sets the integer value to the given parameter index. |
| setString() | sets the string value to the given parameter index. |
| setFloat() | sets the float value to the given parameter index. |
| setDouble() | sets the double value to the given parameter index. |
| executeUpdate() | executes the query. It is used for create, drop, insert, update, delete etc. |
| executeQuery() | executes the select query. It returns an instance of ResultSet. |

--------------------------For Date and Time--------------------------

prst.setDate(4, Date.*valueOf*("2024-08-21"));

prst.setTimestamp(2, Timestamp.*valueOf*("2024-08-21 13:30:00"));

Example of a prepared statement :

PreparedStatement stmt=con.prepareStatement("insert into country values(?,?,?)");

stmt.setInt(1,5);//1 specifies the first parameter in the query

stmt.setString(2,"Australia");

stmt.setString(3, "AUS");

**int** i=stmt.executeUpdate();

System.***out***.println(i+" records inserted");

con.close();

**Prepared statement – creating Insert operation by taking input from user**

**try** {

Class.*forName*("com.mysql.cj.jdbc.Driver");

Connection con = DriverManager.*getConnection*(

"jdbc:mysql://localhost:3306/mydb",

"root", "Meghu\*\*8288");

PreparedStatement stmt=con.prepareStatement("insert into country values(?,?,?)");

Scanner inp = **new** Scanner(System.***in***);

Scanner inp2 = **new** Scanner(System.***in***);

**do** {

System.***out***.println("Enter country ID");

**int** countryID = inp.nextInt();

System.***out***.println("Enter country Name");

String countryName = inp2.nextLine();

System.***out***.println("Enter country Code");

String countryCode = inp2.nextLine();

stmt.setInt(1,countryID);

stmt.setString(2,countryName);

stmt.setString(3,countryCode);

**int** i=stmt.executeUpdate();

System.***out***.println(i+" records affected");

System.***out***.println("Do you want to continue: y/n");

String input = inp2.nextLine();

**if**(input.equalsIgnoreCase("n"))

**break**;

}**while**(**true**);

}

**catch**(Exception ex)

{

ex.printStackTrace();

}

# ResultSet MetaData

* Metadata is data about data i.e. we can get further information from the data.
* Example metadata of a table like total number of columns, column name, column type etc
* ResultSetMetaData interface is useful because it provides methods to get metadata from the ResultSet object.

|  |  |
| --- | --- |
| Method | Descriotion |
| public int getColumnCount() | It returns the total number of columns in the ResultSet object |
| public String getColumnName(int index) | It returns the column name of the specified column index. |
| public String getColumnTypeName | It returns the column type name for the specified index. |
| public String getTableName(int index) | It returns the table name for the specified column index. |

PreparedStatement stmt=con.prepareStatement("Select \* from country");

ResultSet rs = stmt.executeQuery();

ResultSetMetaData metadata = rs.getMetaData();

System.***out***.println("Total columns: "+metadata.getColumnCount());

System.***out***.println("Column Name of 1st column: "+metadata.getColumnName(1));

System.***out***.println("Column Type Name of 1st column: "+metadata.getColumnTypeName(1));

System.***out***.println("Column Type Name of 1st column: "+metadata.getTableName(1));

con.close();

# Database Metadata

DatabaseMetaData interface provides methods to get meta data of a database such as database product name, database product version, driver name, name of total number of tables, name of total number of views etc.

|  |  |
| --- | --- |
| Method | Description |
| public String getDriverName() | it returns the name of the JDBC driver. |
| public String getDriverVersion() | it returns the version number of the JDBC driver. |
| public String getUserName() | it returns the username of the database. |
| public String getDatabaseProductName() | it returns the product name of the database. |
| public String getDatabaseProductVersion() | it returns the product version of the database. |
| public ResultSet getTables | it returns the description of the tables |

DatabaseMetaData dbmd=con.getMetaData();

System.***out***.println("Driver Name: "+dbmd.getDriverName());

System.***out***.println("Driver Version: "+dbmd.getDriverVersion());

System.***out***.println("UserName: "+dbmd.getUserName());

System.***out***.println("Database Product Name: "+dbmd.getDatabaseProductName());

System.***out***.println("Database Product Version: "+dbmd.getDatabaseProductVersion());

--------------Getting table names------------------

String table[]={"TABLE"};

ResultSet rs1=dbmd.getTables(**null**,**null**,**null**,table);

**while**(rs1.next()){

System.***out***.println(rs1.getString(3));

}